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Задание 1.

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

int main()

{

    int child1 = fork();

    if (child1 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child1 == 0)

    {

        printf("Child: pid=%d, pidid=%d, groupid=%d\n", getpid(), getppid(), getpgrp());

        sleep(2);

        printf("Child: pid=%d, pidid=%d, groupid=%d\n", getpid(), getppid(), getpgrp());

        return 0;

    }

    printf("Parent: pid=%d, childpid=%d, groupid=%d\n", getpid(), child1, getpgrp());

    int child2 = fork();

    if (child2 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child2 == 0)

    {

        printf("Child: pid=%d, pidid=%d, groupid=%d\n", getpid(), getppid(), getpgrp());

        sleep(2);

        printf("Child: pid=%d, pidid=%d, groupid=%d\n", getpid(), getppid(), getpgrp());

        return 0;

    }

    printf("Parent: pid=%d, childpid=%d, groupid=%d\n", getpid(), child2, getpgrp());

    return 0;

}

Задание 2.

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/wait.h>

int main()

{

    int child1 = fork();

    if (child1 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child1 == 0)

    {

        printf("Child: pid=%d, pidid=%d, groupid=%d\n", getpid(), getppid(), getpgrp());

        return 0;

    }

    printf("Parent: pid=%d, childpid=%d, groupid=%d\n", getpid(), child1, getpgrp());

    int child2 = fork();

    if (child2 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child2 == 0)

    {

        printf("Child: pid=%d, pidid=%d, groupid=%d\n", getpid(), getppid(), getpgrp());

        return 0;

    }

    printf("Parent: pid=%d, childpid=%d, groupid=%d\n", getpid(), child2, getpgrp());

    if (child1 != 0 && child2 != 0)

    {

        int status1;

        pid\_t ret1 = wait(&status1);

        if (WIFEXITED(status1))

            printf("Parent: child %d finished with %d code.\n", ret1, WEXITSTATUS(status1));

        else if (WIFSIGNALED(status1))

            printf("Parent: child %d finished from signal with %d code.\n", ret1, WTERMSIG(status1));

        else if (WIFSTOPPED(status1))

            printf("Parent: child %d finished from signal with %d code.\n", ret1, WSTOPSIG(status1));

        int status2;

        pid\_t ret2 = wait(&status2);

        if (WIFEXITED(status2))

            printf("Parent: child %d finished with %d code.\n", ret2, WEXITSTATUS(status2));

        else if (WIFSIGNALED(status2))

            printf("Parent: child %d finished from signal with %d code.\n", ret2, WTERMSIG(status2));

        else if (WIFSTOPPED(status2))

            printf("Parent: child %d finished from signal with %d code.\n", ret2, WSTOPSIG(status2));

    }

    return 0;

}

Задание 3.

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/wait.h>

int main()

{

    int child1 = fork();

    if (child1 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child1 == 0)

    {

        printf("Child: pid=%d, pidid=%d, groupid=%d\n", getpid(), getppid(), getpgrp());

        if (execlp("/bin/ps", "ps", "al", (char\*)NULL) == -1)

        {

            perror("Child couldn't exec");

            exit(1);

        }

        return 0;

    }

    printf("Parent: pid=%d, childpid=%d, groupid=%d\n", getpid(), child1, getpgrp());

    int child2 = fork();

    if (child2 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child2 == 0)

    {

        printf("Child: pid=%d, pidid=%d, groupid=%d\n", getpid(), getppid(), getpgrp());

        if (execlp("/bin/ls", "ls", "-a", (char\*)NULL) == -1)

        {

            perror("Child couldn't exec");

            exit(1);

        }

        return 0;

    }

    printf("Parent: pid=%d, childpid=%d, groupid=%d\n", getpid(), child2, getpgrp());

    if (child1 != 0 && child2 != 0)

    {

        int status1;

        pid\_t ret1 = wait(&status1);

        if (WIFEXITED(status1))

            printf("Parent: child %d finished with %d code.\n", ret1, WEXITSTATUS(status1));

        else if (WIFSIGNALED(status1))

            printf("Parent: child %d finished from signal with %d code.\n", ret1, WTERMSIG(status1));

        else if (WIFSTOPPED(status1))

            printf("Parent: child %d finished from signal with %d code.\n", ret1, WSTOPSIG(status1));

        int status2;

        pid\_t ret2 = wait(&status2);

        if (WIFEXITED(status2))

            printf("Parent: child %d finished with %d code.\n", ret2, WEXITSTATUS(status2));

        else if (WIFSIGNALED(status2))

            printf("Parent: child %d finished from signal with %d code.\n", ret2, WTERMSIG(status2));

        else if (WIFSTOPPED(status2))

            printf("Parent: child %d finished from signal with %d code.\n", ret2, WSTOPSIG(status2));

    }

    return 0;

}

Задание 4.

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/wait.h>

#include <string.h>

int main()

{

    int fd[2];

    if (pipe(fd) == -1)

    {

        perror("Couldn't pipe");

        exit(1);

    }

    int child1 = fork();

    if (child1 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child1 == 0)

    {

        close(fd[0]);

        char msg1[] = "Message from child1";

        write(fd[1], msg1, 64);

        exit(0);

    }

    int child2 = fork();

    if (child2 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child2 == 0)

    {

        close(fd[0]);

        char msg2[] = "Message from child2";

        write(fd[1], msg2, 64);

        exit(0);

    }

    if (child1 != 0 && child2 != 0)

    {

        close(fd[1]);

        char msg1[64];

        read(fd[0], msg1, 64);

        char msg2[64];

        read(fd[0], msg2, 64);

        printf("Parent: read %s %s\n", msg1, msg2);

        int status1;

        pid\_t ret1 = wait(&status1);

        if (WIFEXITED(status1))

            printf("Parent: child %d finished with %d code.\n", ret1, WEXITSTATUS(status1));

        else if (WIFSIGNALED(status1))

            printf("Parent: child %d finished from signal with %d code.\n", ret1, WTERMSIG(status1));

        else if (WIFSTOPPED(status1))

            printf("Parent: child %d finished from signal with %d code.\n", ret1, WSTOPSIG(status1));

        int status2;

        pid\_t ret2 = wait(&status2);

        if (WIFEXITED(status2))

            printf("Parent: child %d finished with %d code.\n", ret2, WEXITSTATUS(status2));

        else if (WIFSIGNALED(status2))

            printf("Parent: child %d finished from signal with %d code.\n", ret2, WTERMSIG(status2));

        else if (WIFSTOPPED(status2))

            printf("Parent: child %d finished from signal with %d code.\n", ret2, WSTOPSIG(status2));

    }

    return 0;

}

Задание 5.

#include <stdio.h>

#include <stdlib.h>

#include <unistd.h>

#include <sys/types.h>

#include <sys/wait.h>

#include <string.h>

#include <signal.h>

int flag = 0;

void catch\_sig(int sig)

{

    printf("catch signal %d\n", sig);

    flag = 1;

}

int main()

{

    int fd[2];

    if (pipe(fd) == -1)

    {

        perror("Couldn't pipe");

        exit(1);

    }

    void (\*old\_handler)(int) = signal(SIGINT, catch\_sig)

    int child1 = fork();

    if (child1 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child1 == 0)

    {

        sleep(5);

        if (flag)

        {

            close(fd[0]);

            char msg1[] = "Message from child1";

            write(fd[1], msg1, 64);

        }

        exit(0);

    }

    int child2 = fork();

    if (child2 == -1)

    {

        perror("Can't fork");

        exit(1);

    }

    else if (child2 == 0)

    {

        sleep(5);

        if (flag)

        {

            close(fd[0]);

            char msg2[] = "Message from child2";

            write(fd[1], msg2, 64);

        }

        exit(0);

    }

    if (child1 != 0 && child2 != 0)

    {

        if (flag)

        {

            close(fd[1]);

            char msg1[64];

            read(fd[0], msg1, 64);

            char msg2[64];

            read(fd[0], msg2, 64);

            printf("Parent: read\n %s\n %s\n", msg1, msg2);

        }

        int status1;

        pid\_t ret1 = wait(&status1);

        if (WIFEXITED(status1))

            printf("Parent: child %d finished with %d code.\n", ret1, WEXITSTATUS(status1));

        else if (WIFSIGNALED(status1))

            printf("Parent: child %d finished from signal with %d code.\n", ret1, WTERMSIG(status1));

        else if (WIFSTOPPED(status1))

            printf("Parent: child %d finished from signal with %d code.\n", ret1, WSTOPSIG(status1));

        int status2;

        pid\_t ret2 = wait(&status2);

        if (WIFEXITED(status2))

            printf("Parent: child %d finished with %d code.\n", ret2, WEXITSTATUS(status2));

        else if (WIFSIGNALED(status2))

            printf("Parent: child %d finished from signal with %d code.\n", ret2, WTERMSIG(status2));

        else if (WIFSTOPPED(status2))

            printf("Parent: child %d finished from signal with %d code.\n", ret2, WSTOPSIG(status2));

    }

    return 0;

}